**2. A. Distributed Database Design and Implementation**

**Aim:**

To configure MongoDB's replica sets and sharding, then perform CRUD operations to test data distribution, high availability, and fault tolerance in a distributed database environment.

**Procedure:**

const { MongoClient } = require('mongodb');

// Function to set up the database and perform operations async function run() { const uri = "mongodb://localhost:27025"; // Connect to the mongos router instance const client = new MongoClient(uri);

try { await client.connect(); console.log("Connected to MongoDB via mongos router on port 27025");

const adminDb = client.db("admin");

// Step 1: Enable Sharding on Database console.log("Enabling sharding on 'myDatabase'..."); await adminDb.command({ enableSharding: "myDatabase" }); console.log("Sharding enabled on 'myDatabase'.");

// Step 2: Shard the Collection

console.log("Sharding collection 'myDatabase.myCollection' on 'userId'..."); await adminDb.command({ shardCollection: "myDatabase.myCollection", key: { userId: 1 }

});

console.log("Sharding enabled for 'myDatabase.myCollection'.");

// Step 3: Insert Data

const db = client.db("myDatabase"); const collection = db.collection("myCollection"); console.log("Inserting documents..."); await collection.insertMany([

{ userId: 1, name: "Alice", age: 25, location: "Region1" },

{ userId: 2, name: "Bob", age: 30, location: "Region2" },

{ userId: 3, name: "Charlie", age: 28, location: "Region3" }

]);

console.log("Documents inserted.");

// Step 4: Query Data console.log("Querying all documents..."); const docs = await collection.find().toArray(); console.log("Documents in 'myCollection':", docs);

// Step 5: Update Data console.log("Updating document with userId 1..."); await collection.updateOne(

{ userId: 1 },

{ $set: { age: 26 } }

);

console.log("Document updated.");

// Step 6: Delete Data

console.log("Deleting document with userId 2..."); await collection.deleteOne({ userId: 2 }); console.log("Document deleted.");

// Step 7: Check Sharding Status (using `sh.status()` isn't available in Node.js) console.log("Sharding status can be checked in the MongoDB shell using `sh.status()`.");

} finally { await client.close();

}

}

run().catch(console.dir);

**Output:**

- Connection to MongoDB via the mongos router is successful.

- Sharding enabled on the database and collection.

- Documents inserted successfully:

```

[

{ userId: 1, name: "Alice", age: 25, location: "Region1" },

{ userId: 2, name: "Bob", age: 30, location: "Region2" },

{ userId: 3, name: "Charlie", age: 28, location: "Region3" }

]

```

- Document with `userId: 1` updated successfully.

- Document with `userId: 2` deleted successfully.

**Result:**

Thus, the configuration of MongoDB's replica sets and sharding, along with CRUD operations to test data distribution, high availability, and fault tolerance in a distributed database environment, has been successfully completed.

**2.B. Row level and statement level triggers**

**Aim:**

To create row level and statement level triggers in mongodb.

**Procedure:**

// Load environment variables from the .env file (e.g., MongoDB connection URI) require('dotenv').config();

// Import MongoClient from the MongoDB package to interact with the database const { MongoClient } = require('mongodb');

// MongoDB connection URI retrieved from the .env file (you can store it securely here) const uri = process.env.MONGODB\_URI;

async function main() {

// Create a new MongoClient instance using the connection URI and options

const client = new MongoClient(uri, { useNewUrlParser: true, useUnifiedTopology: true });

try {

// Connect to MongoDB using the MongoClient instance await client.connect();

console.log("Connected to MongoDB!");

// Access the 'mydb' database const db = client.db("mydb");

// Access the 'users' collection in the 'mydb' database const usersCollection = db.collection("users");

// Insert sample data into the 'users' collection to simulate real-world data await usersCollection.insertMany([

{ name: "John Doe", email: "john@example.com", age: 30 },

{ name: "Jane Smith", email: "jane@example.com", age: 25 },

{ name: "Emily Davis", email: "emily@example.com", age: 35 }

]);

console.log("Sample data inserted.");

// 2. Row-Level Trigger (Document-Level Trigger):

// Create a change stream to listen for updates on documents in the 'users' collection.

// We filter the events to only capture 'update' operations on documents.

const rowLevelChangeStream = usersCollection.watch([

{ $match: { 'operationType': 'update', 'fullDocument.\_id': { $exists: true } } }

]);

// Set up an event listener that reacts to document update changes rowLevelChangeStream.on('change', (next) => {

// This will log the details of the updated document when a row-level update occurs console.log("Row-Level Trigger: Document Updated", next);

});

// 3. Statement-Level Trigger (Collection-Level Trigger):

// Create another change stream to listen for any change in the 'users' collection.

// This captures all operations: insert, update, and delete on any document in the collection.

const statementLevelChangeStream = usersCollection.watch();

// Set up an event listener for all changes in the collection (insert, update, delete) statementLevelChangeStream.on('change', (next) => { // This will log the details of any change in the collection

console.log("Statement-Level Trigger: Change Detected in Collection", next);

});

// Simulating updates to trigger the change streams: setTimeout(async () => {

// Simulate an update operation on a specific document (row-level trigger) console.log("Updating user..."); await usersCollection.updateOne(

{ name: "John Doe" }, // Filter to update document with 'name' equal to 'John Doe' { $set: { age: 31 } } // Update the 'age' field to 31

);

// Simulating another update on a different user to test collection-level trigger console.log("Updating another user..."); await usersCollection.updateOne(

{ name: "Emily Davis" }, // Filter to update document with 'name' equal to 'Emily Davis'

{ $set: { email: "emily.davis@example.com" } } // Update the 'email' field

);

// Simulating document insertion to test collection-level trigger console.log("Inserting new user..."); await usersCollection.insertOne({ name: "Michael Johnson", email: "michael@example.com", age: 40 });

}, 2000); // Wait for 2 seconds before performing the updates and insert

} catch (err) {

// If any error occurs during the operations, log it console.error("Error:", err);

}

}

// Run the 'main' function and handle any potential errors main().catch(console.error);

**Output:**

Connected to MongoDB successfully.

Sample data inserted into the 'users' collection.

Row-level trigger logs the details of updated documents.

Statement-level trigger logs all operations (insert, update, delete) on the collection.

Example operations performed:

Updated document with name "John Doe" (row-level trigger).

Updated document with name "Emily Davis" (collection-level trigger).

Inserted new document for "Michael Johnson" (collection-level trigger).

**Result:**

Thus The creation of row level and statement level triggers in mongodb has been completed successfully.

**2.C.Accessing a Relational Database using PHP, Python and R**

**Aim:**

To Accessing a Relational Database using PHP, Python and R.

**Procedure:**

**1. Accessing a Relational Database using PHP (MySQL with PDO)**

<?php

// Step 1: Define database connection variables

$host = 'localhost'; // The host where the MySQL database is running (usually localhost for local development)

$db = 'mydatabase'; // The name of the database you want to connect to

$user = 'root'; // The username for connecting to the MySQL server

$pass = ''; // The password associated with the user (in this case, empty for local setup)

// Step 2: Set the Data Source Name (DSN) to connect to the database

$dsn = "mysql:host=$host;dbname=$db"; // The DSN contains the MySQL host and database name for the connection

// Step 3: Try to establish a connection to the database try {

// Create a new PDO instance using the DSN, username, and password

$pdo = new PDO($dsn, $user, $pass);

// Set the PDO error mode to exception. This will throw exceptions in case of errors, instead of just warnings.

$pdo->setAttribute(PDO::ATTR\_ERRMODE, PDO::ERRMODE\_EXCEPTION);

// Step 4: Create table if it doesn't exist

$pdo->exec("

CREATE TABLE IF NOT EXISTS mytable ( id INT AUTO\_INCREMENT PRIMARY KEY, column\_name VARCHAR(255) NOT NULL

)

");

// Step 5: Insert sample data into the table

$pdo->exec("INSERT INTO mytable (column\_name) VALUES ('Alice')");

$pdo->exec("INSERT INTO mytable (column\_name) VALUES ('Bob')");

$pdo->exec("INSERT INTO mytable (column\_name) VALUES ('Charlie')");

// Step 6: Query the database to retrieve data from the table

$stmt = $pdo->query("SELECT \* FROM mytable"); // This executes an SQL query to fetch all rows from 'mytable'

// Step 7: Fetch all the results and display them

$rows = $stmt->fetchAll(PDO::FETCH\_ASSOC); // Fetch the results as an associative array (key-value pairs) foreach ($rows as $row) { // Loop through each row returned by the query echo $row['column\_name'] . "<br>"; // Print the value of 'column\_name' from each row

}

} catch (PDOException $e) {

// If there's an error while connecting or querying, catch the exception and display an error message

echo "Connection failed: " . $e->getMessage();

}

?>

**output:**

Alice

Bob

charlie

**2.Accessing a Relational Database using Python (MySQL with mysql-connector)**

import mysql.connector

# Step 1: Establish a connection to the MySQL database conn = mysql.connector.connect(

host='localhost', # The hostname of the MySQL server, typically 'localhost' for local databases

user='root', # The username for connecting to MySQL

password='', # The password for the MySQL user (empty string here for local development)

database='mydatabase' # The name of the database to connect to

)

# Step 2: Create a cursor object to execute SQL queries

cursor = conn.cursor() # A cursor is an object used to interact with the database and execute queries

# Step 3: Create the table `mytable` (if it doesn't already exist) cursor.execute("""

CREATE TABLE IF NOT EXISTS mytable ( id INT AUTO\_INCREMENT PRIMARY KEY, name VARCHAR(255), age INT

)

""")

# Step 4: Insert sample data into `mytable`

cursor.execute("INSERT INTO mytable (name, age) VALUES (%s, %s)", ('Alice', 30)) cursor.execute("INSERT INTO mytable (name, age) VALUES (%s, %s)", ('Bob', 25)) cursor.execute("INSERT INTO mytable (name, age) VALUES (%s, %s)", ('Charlie', 35)) # Commit the changes to the database conn.commit()

# Step 5: Execute an SQL query to retrieve data from the table

cursor.execute("SELECT \* FROM mytable") # This executes the query that selects all rows from 'mytable'

# Step 6: Fetch all rows from the result set

rows = cursor.fetchall() # The `fetchall()` method retrieves all rows returned by the query as a list of tuples

# Step 7: Iterate over the rows and print the data for row in rows: # Loop through the list of rows

print(row) # Print each row (each row is a tuple representing a record)

# Step 8: Close the cursor and connection to free up resources cursor.close() # Close the cursor object

conn.close() # Close the connection to the MySQL server

**output:**

![](data:image/jpeg;base64,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)

**3.Accessing a Relational Database using R (MySQL with RMySQL)**

# Step 1: Install and load the RMySQL package

install.packages("RMySQL") # Install the RMySQL package (uncomment this line if not installed)

library(RMySQL) # Load the RMySQL package to interact with MySQL databases from R

# Step 2: Establish a connection to the MySQL database

con <- dbConnect(RMySQL::MySQL(), # Create a connection object to the MySQL database

host = "localhost", # The hostname for the MySQL server user = "root", # The username for the MySQL connection

password = "", # The password for the MySQL user (empty here for local development)

dbname = "mydatabase") # The database name to connect to

# Step 3: Create the table if it does not exist dbExecute(con, "

CREATE TABLE IF NOT EXISTS mytable ( id INT AUTO\_INCREMENT PRIMARY KEY, column\_name VARCHAR(255) NOT NULL

)

")

# Step 4: Insert sample data into 'mytable'

dbExecute(con, "INSERT INTO mytable (column\_name) VALUES ('Alice')") dbExecute(con, "INSERT INTO mytable (column\_name) VALUES ('Bob')") dbExecute(con, "INSERT INTO mytable (column\_name) VALUES ('Charlie')")

# Step 5: Execute an SQL query to retrieve data from the table

result <- dbGetQuery(con, "SELECT \* FROM mytable") # Execute the SQL query to fetch all rows from 'mytable'

# Step 6: Print the result (the query result is returned as a data frame in R) print(result) # Output the result (a data frame) to the console

# Step 7: Close the connection to the database

dbDisconnect(con) # Close the database connection to free up resources

**Output:**
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**Result:**

Thus The Accessing of Relational Database using PHP, Python and R. Has been completed successfully